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**Pre-Lab:** review set and map

**Lab:**

**stateCity.h:**

#ifndef STATECITY\_CLASS

#define STATECITY\_CLASS

#include <iostream>

#include <string>

using namespace std;

// object stores the state name and city in the state

class stateCity{

public:

stateCity(string s, string c){

state = s;

city = c;

};

string getState(){

return state; //Defined stateCity in main instead of a separate file

};

string getCity(){

return city;

};

friend ostream& operator<< (ostream &ostr, const stateCity& obj);

friend bool operator< (const stateCity& lhs, const stateCity& rhs);

friend bool operator== (const stateCity& lhs, const stateCity& rhs);

private:

string state;

string city;

};

ostream& operator<< (ostream &ostr, const stateCity& obj){

ostr << "(" << obj.state << ", " << obj.city << ")";

return ostr;

}

bool operator< (const stateCity& lhs, const stateCity& rhs){

if(lhs.city < rhs.city){

return true;

}

else if(lhs.city == rhs.city && lhs.state < rhs.state){ //Operator< used to insert objects into set

return true; //Must return true if either new city or if the city is in a different state

}

else{

return false;

}

}

bool operator== (const stateCity& lhs, const stateCity& rhs){

if(lhs.state == rhs.state){

return true;

}

else{ //Operator== used to create find function later in lab

return false;

}

}

void findState(const set<stateCity>& s, stateCity value){

set<stateCity>::const\_iterator iter = s.begin();

int count = 0;

for(iter = s.begin(); iter != s.end(); ++iter){ //find function, checks state value using == operator overloading and outputs state name if true

if(\*iter == value){

cout << \*iter << endl;

count++;

}

}

if(count == 0){

cout << value.getState() << " not found in set\n";

}

}

#endif // STATECITY\_CLASS

**Lab06\_set.cpp:**

#include <iostream>

#include <set>

using namespace std;

class stateCity{

public:

stateCity(string s, string c){

state = s;

city = c;

};

string getState(){

return state; //Defined stateCity in main instead of a separate file

};

string getCity(){

return city;

};

friend ostream& operator<< (ostream &ostr, const stateCity& obj);

friend bool operator< (const stateCity& lhs, const stateCity& rhs);

friend bool operator== (const stateCity& lhs, const stateCity& rhs);

private:

string state;

string city;

};

ostream& operator<< (ostream &ostr, const stateCity& obj){

ostr << "(" << obj.state << ", " << obj.city << ")";

return ostr;

}

bool operator< (const stateCity& lhs, const stateCity& rhs){

if(lhs.city < rhs.city){

return true;

}

else if(lhs.city == rhs.city && lhs.state < rhs.state){ //Operator< used to insert objects into set

return true; //Must return true if either new city or if the city is in a different state

}

else{

return false;

}

}

bool operator== (const stateCity& lhs, const stateCity& rhs){

if(lhs.state == rhs.state){

return true;

}

else{ //Operator== used to create find function later in lab

return false;

}

}

void findState(const set<stateCity>& s, stateCity value){

set<stateCity>::const\_iterator iter = s.begin();

int count = 0;

for(iter = s.begin(); iter != s.end(); ++iter){ //find function, checks state value using == operator overloading and outputs state name if true

if(\*iter == value){

cout << \*iter << endl;

count++;

}

}

if(count == 0){

cout << value.getState() << " not found in set\n";

}

}

int main()

{

stateCity sc1("Maryland", "Salisbury");

stateCity sc2("Virginia", "Richmond");

stateCity sc3("Maryland", "Baltimore");

stateCity sc4("Florida", "Miami");

stateCity sc5("Texas", "Houston");

set<stateCity> sc;

sc.insert(sc1);

sc.insert(sc2);

sc.insert(sc3);

sc.insert(sc4);

sc.insert(sc5);

cout << "Please enter a state to search for in the set.\n";

string State;

cin >> State;

stateCity sc6(State, ""); //declare state object with empty city to search set

cout << "Searching for stateCity objects with the state " << State << " in the set\n";

findState(sc, sc6);

return 0;

}

**Lab06\_map.cpp:**

#include <iostream>

#include <map>

using namespace std;

int main()

{

map<string, string> m;

m["Maryland"] = "Baltimore";

m["New York"] = "New York City";

m["Virginia"] = "Richmond";

m["Florida"] = "Miami";

m["Texas"] = "Austin";

map<string, string>::const\_iterator iter;

cout << "Please enter a state name to search in the map\n";

string state;

cin >> state;

int count = 0;

for(iter = m.begin(); iter != m.end(); ++iter){

if(iter->first == state){

cout << "(" << iter->first << ", " << iter->second << ")" << endl; //Search through map looking for the state as key

count++; //if found increase count

}

}

if(count == 0){ //if state is not found within map

cout << "Map entry with state name " << state << " not found within the map\n";

}

return 0;

}

**Sample Outputs:**

![](data:image/png;base64,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)
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**Post Lab:** Comparing the two outputs you can see that they do the same general thing with one difference. With a set you can have multiple objects with the same state when you use proper operator overloading. With a map you can only have one entry per state since we used the state name as a key, and you can only have one instance of that key value in the map since it must be unique to be a key. This lab took me about 1 hour to complete and I did it by myself with no help.